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WEB “Receiver” / Web Service
Clients will need to setup web service that will “receive” the data from the GFPD push.  The data structure for the XML that is pushed to the web service is described in document gfpd_formdata.pdf and can be found in Appendix A.
WSDL files will also be provided from Premiere Global Services to help clients build their services.  The WSDL file (XOAResults.wsdl) can be found in Appendix A.
General Setup

A web service needs to be created and hosted at a public IP Address.  The GFPD process will push data to the web service (IP Address) and the web service will need to process the data.
.NET Setup

Web Services in .NET consist of a ASMX (Active Server Methods) file along with a DLL (which contains the processing code for the ASMX file).  ASMX and DLL files will need to be hosted on a public IIS web server using a public IP Address.  The GFPD process (or the PGiConnect Servers will need access to this IP Address for the PUSH)
WSDL

Premiere Global Services will provide a WSDL for the web service receiver.  This WSDL provides the scheme for the GFPD Push.  XOAResults.WSDL can be found in Appendix A.  Using the WSDL.EXE tool provided by Visual Studio .NET the proper interfaces can be created.  The steps to create a web service receiver are documented in the C# Receiver section.  
C# Receiver

Building a C# Receiver can be accomplished using the following steps:

1) Obtain the XOAResults.wsdl (see Appendix A)

2) Use WSDL.EXE from “Visual Studio Command Prompt” using the /si switch.  This will create a .cs file that can be imported into a C# project.
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3) Open a new .NET project and create a new ASP.NET Web Service Application
4) Add the XOAResultsInterfaces.cs file to the project (Open the file and make NOTE of the Interface name)
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5) Implement the interfaces by opening the <service>.asmx.cs file and adding the interface name to the class.  After adding the interface name to the class right click on the interface name and implement the interface.
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6) After the interface has been implements just implement the code for the functions of interest (FormData is used with GFPD for DTMF and SMS results, the other functions can be used to implement Async operations)

NOTE: a full code sample that builds a web listener can be found in Appendix A.  This code creates a Service1.asmx page along with a PGIAsync.DLL that needs to be hosted on an IIS Web Server.  
Internet Information Services (IIS) Setup

The asmx page and the PGIAsync.DLL must be hosted on an IIS Server.  To configure open the Internet Information Services (IIS) Manager and create a Virtual Directory.
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Next, create a bin folder in the virtual directory then copy the Service1.asmx page to the root virtual directory and copy the DLL to the bin directory.
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The ASP.NET version for the virtual service needs to be 2.0.50727 or higher.  To check this right click on the SMSForm in the IIS Manager.  Select Properties and then click on the ASP.NET Tab.
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Once the service is setup in IIS Manger to update the service new DLL’s and ASMX files just need to be put in place.

JAVA Setup

To setup a receiver in JAVA tools like AXIS2 can be used to create JAVA classes which can then be used to setup a Web Receiver.

WSDL

Premiere Global Services will provide a WSDL for the web service receiver.  This WSDL provides the scheme for the GFPD Push.  XOAResults.WSDL can be found in Appendix A.  
WSDL2JAVA

Axis2 tool used to generate JAVA classes and create the implementation skeleton.
JAVA Sample

A JAVA sample can be found in the JAVA.ZIP (see Appendix A) file.  This package contains a server and client code which show how to build the receiver and test the receiver.
Appendix A

WSDL
	XOAResults.WSDL can be used to create the Web Service Listener.  The WSDL is in the attached ZIP file.
	<See XOAresults.zip>


C# Receiver (PGIAsync .NET Project)
	PGIAsync.ZIP is a .NET project.

NOTE: Currently the Web Service will accept the GFPD PUSH and create a text file recording the XML Request and then a more readable format of the data.  The location of the log file is defined by the Web.Config service1path value.  Also, if you know your mail server parameters you can modify the SendMail function and they set the sendmail1 value in Web.Config to send mail to an address (emailaddress1 in web.config) whenever data is received.
	<See Pgiasync.zip>


JAVA Receiver

	Contains sample server and client and build scripts that show how to setup a and test a java receiver.
	<See java.zip>


Documents
	Document
	

	Data format of the data pushed (XML) to the clients webservice from the GFPD
	<see gfpd_formdata.pdf>


Sample Pushed XML

	SMS Response Sample
	<see SMS_Sample.xml in sampleXML.zip>

	DTMF Result (sample 1) NOTE: response values are base64 encoded
	<see DTMF_One.xml in sampleXML.zip>

	DTMF Result (sample 2)
	<see DTMF_Two.zml in sampleXML.zip>


